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1. Giới thiệu

* Bản báo cáo cho đồ án game Caro trên màn hình console do nhóm 13 thực hiện.
* Game bao gồm các chức năng chính như:
* Bắt đầu trò chơi
* Save/load game
* Bật/tắt âm thanh
* Cách chơi: người chơi sẽ dùng các phím W/A/S/D để di chuyển, ENTER để đánh một ô và ESC để tạm dừng trò chơi.
* Một vài hình ảnh trong game:
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|  |  |
| --- | --- |
|  |  |

1. Xây dựng trò chơi
2. **File Data.h**

* Đây là file chứa các hằng số, các kiểu struct và các thư viện cần thiết phục vụ cho trò chơi.

|  |  |
| --- | --- |
|  | #pragma once |
|  | #pragma comment(lib, "Winmm.lib") |
|  |  |
|  | #define BGM 0 |
|  | #define CLICK\_SFX 1 |
|  | #define SOUND\_PATH string("save/sound.txt") |
|  |  |
|  | // Included libraries |
|  | #include <iostream> |
|  | #include <cctype> |
|  | #include <Windows.h> |
|  | #include <conio.h> |
|  | #include <fstream> |
|  | #include <vector> |
|  | #include <math.h> |
|  | #include <string> |
|  |  |
|  | // Namespace |
|  | using namespace std; |
|  |  |
|  | // Console size |
|  | #define WIDTH 120 |
|  | #define HEIGHT 30 |
|  |  |
|  | // Board size |
|  | #define B\_SIZE 12 |
|  | #define BOARD\_X 5 |
|  | #define BOARD\_Y 2 |
|  |  |
|  | // Color code |
|  | #define BLACK (15 << 4) |
|  | #define BLUE ((15 << 4) | 1) |
|  | #define GREEN ((15 << 4) | 2) |
|  | #define CYAN ((15 << 4) | 3) |
|  | #define RED ((15 << 4) | 4) |
|  | #define MAGENTA ((15 << 4) | 5) |
|  | #define YELLOW ((15 << 4) | 6) |
|  | #define WHITE ((15 << 4) | 7) |
|  | #define GRAY ((15 << 4) | 8) |
|  | #define LIGHT\_BLUE ((15 << 4) | 9) |
|  | #define LIGHT\_GREEN ((15 << 4) | 10) |
|  | #define LIGHT\_CYAN ((15 << 4) | 11) |
|  | #define LIGHT\_RED ((15 << 4) | 12) |
|  | #define LIGHT\_MAGENTA ((15 << 4) | 13) |
|  | #define LIGHT\_YELLOW ((15 << 4) | 14) |
|  | #define BRIGHT\_WHITE ((15 << 4) | 15) |
|  | #define X\_COLOR RED |
|  | #define O\_COLOR BLUE |
|  | #define BACKGROUND\_YELLOW (14 << 4) |
|  |  |
|  | // ASCII code |
|  | // special key |
|  | #define ENTER 13 |
|  | #define ESC 27 |
|  | #define BACK\_SPACE 8 |
|  |  |
|  | // for drawing the caro table |
|  | #define H\_LINE (char)196 |
|  | #define V\_LINE (char)179 |
|  | #define CROSS (char)197 |
|  | #define TOP\_LEFT (char)218 |
|  | #define TOP\_RIGHT (char)191 |
|  | #define BOTTOM\_LEFT (char)192 |
|  | #define BOTTOM\_RIGHT (char)217 |
|  | #define TOP\_CROSS (char)194 |
|  | #define BOTTOM\_CROSS (char)193 |
|  | #define |
|  | #define RIGHT\_CROSS (char)180 |
|  | #define L\_TRIANGLE ((char)16) |
|  | #define R\_TRIANGLE ((char)17) |
|  | // for drawing boxes (menu, etc.) |
|  | #define BOX\_TOP\_LEFT (char)201 |
|  | #define BOX\_TOP\_RIGHT (char)187 |
|  | #define BOX\_BOTTOM\_LEFT (char)200 |
|  | #define BOX\_BOTTOM\_RIGHT (char)188 |
|  | #define BOX\_RIGHT (char)185 |
|  | #define BOX\_LEFT (char)204 |
|  | #define BOX\_V\_LINE (char)186 |
|  | #define BOX\_H\_LINE (char)205 |
|  | #define BOX\_X WIDTH / 2 - 20 |
|  | #define BOX\_Y HEIGHT / 2 - 13 |
|  | #define BOX\_W 40 |
|  | #define BOX\_H 20 |
|  | // moving keys |
|  | #define W 87 |
|  | #define A 65 |
|  | #define S 83 |
|  | #define D 68 |
|  | // others |
|  | #define SPACE (char)32 |
|  | #define key\_none -1 |
|  |  |
|  | // Data types |
|  | struct \_POINT { |
|  | int x, y, c; |
|  | // x, y: coordinate |
|  | // c -> {0, 1, 2}, 0: vacant, 1: player X, 2: player O |
|  | }; |
|  |  |
|  | struct \_BUTTON { |
|  | int x, y;  string data; |
|  | string data;  string data; |
|  | }; |
|  |  |
|  | struct WinningPos { |
|  | int x, y; |
|  | }; |

1. **Nhóm hàm View**
2. Các hàm công cụ

Là nhóm các hàm cực kỳ quan trọng, dùng để tạo nên các thành phần giao diện chính của game

* FixConsoleWindow: Hàm cố định của sổ console để người dùng không thể thay đổi kích thước console

|  |  |
| --- | --- |
|  | void FixConsoleWindow() { |
|  | HWND consoleWindow = GetConsoleWindow(); |
|  | LONG style = GetWindowLong(consoleWindow, GWL\_STYLE); |
|  | style = style & ~(WS\_MAXIMIZEBOX) & ~(WS\_THICKFRAME); |
|  | SetWindowLong(consoleWindow, GWL\_STYLE, style); |
|  | } |

* changeFont: hàm thay đổi kích thước cửa sổ console

|  |  |
| --- | --- |
|  | void changeFont(int x) |
|  | { |
|  | CONSOLE\_FONT\_INFOEX cfi; |
|  | cfi.cbSize = sizeof(cfi); |
|  | cfi.nFont = 0; |
|  | cfi.dwFontSize.X = 0; |
|  | cfi.dwFontSize.Y = x; |
|  | cfi.FontFamily = FF\_DONTCARE; |
|  | cfi.FontWeight = FW\_BOLD; |
|  | wcscpy\_s(cfi.FaceName, L"Consolas"); |
|  | SetCurrentConsoleFontEx(GetStdHandle(STD\_OUTPUT\_HANDLE), FALSE, &cfi); |
|  | } |

* HideCursor: hàm dùng để ẩn/hiển con trỏ trên màn hình console

|  |  |
| --- | --- |
|  | void HideCursor(bool ok) { |
|  | HANDLE consoleHandle = GetStdHandle(STD\_OUTPUT\_HANDLE); |
|  | CONSOLE\_CURSOR\_INFO info; |
|  | info.dwSize = 100; |
|  | info.bVisible = !ok; |
|  | SetConsoleCursorInfo(consoleHandle, &info); |
|  | } |

* DrawBoard: Vẽ bàn cờ caro, với tham số truyền vào lần lượt là số hàng, số cột, tọa độ x, y và màu sắc

|  |  |
| --- | --- |
| 1 | void DrawBoard(int r, int c, int x, int y, int color) { |
| 2 | int tmp = GetCurrentColor(); |
| 3 | GotoXY(x, y); |
| 4 | TextColor(color); |
| 5 | // top row |
| 6 | cout << TOP\_LEFT << H\_LINE << H\_LINE << H\_LINE; |
| 7 | for (int i = 1; i < c; i++) |
| 8 | cout << TOP\_CROSS << H\_LINE << H\_LINE << H\_LINE; |
| 9 | cout << TOP\_RIGHT; |
| 10 | GotoXY(x, y + 1); |
| 11 | for (int i = 0; i <= c; i++) |
| 12 | cout << V\_LINE << SPACE << SPACE << SPACE; |
| 13 | // all the middle row |
| 14 | for (int i = 1; i < r; i++) { |
| 15 | GotoXY(x, y + i \* 2); |
| 16 | cout << LEFT\_CROSS << H\_LINE << H\_LINE << H\_LINE; |
| 17 | for (int j = 1; j < c; j++) |
| 18 | cout << CROSS << H\_LINE << H\_LINE << H\_LINE; |
| 19 | cout << RIGHT\_CROSS; |
| 20 | GotoXY(x, y + i \* 2 + 1); |
| 21 | for (int j = 0; j <= c; j++) |
| 22 | cout << V\_LINE << SPACE << SPACE << SPACE; |
| 23 | } |
| 24 | // bottom row |
| 25 | GotoXY(x, y + 2 + 2 \* (r - 1)); |
| 26 | cout << BOTTOM\_LEFT << H\_LINE << H\_LINE << H\_LINE; |
| 27 | for (int i = 1; i < c; i++) |
| 28 | cout << BOTTOM\_CROSS << H\_LINE << H\_LINE << H\_LINE; |
| 29 | cout << BOTTOM\_RIGHT; |
| 30 | TextColor(tmp); |
| 31 | } |
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bàn cờ 5x5 được vẽ bởi hàm DrawBoard

* DrawBox() và DrawBoxMini(): Hàm vẽ các bảng với tham số truyền vào lần lượt là độ rộng, độ dài bảng, tọa độ x, y và màu sắc của bảng, với sự khác nhau về đường viền. Hàm DrawBox có thêm tham số time – thời gian để tạo hiệu ứng xuất hiện cho bảng. Đây là 2 hàm quan trọng và được sử dụng rất nhiều trong quá trình thiết kế giao diện

|  |  |
| --- | --- |
|  | void DrawBox(int w, int h, int x, int y, int color, int Time) { |
|  | int tmp = GetCurrentColor(); |
|  | TextColor(color); |
|  | for (int i = 0; i < w / 2; i++) { |
|  | GotoXY(x + w / 2 - i, y); |
|  | cout << BOX\_H\_LINE; |
|  | GotoXY(x + w / 2 + i, y); |
|  | cout << BOX\_H\_LINE; |
|  | Sleep(Time); |
|  | } |
|  | GotoXY(x, y); |
|  | cout << BOX\_TOP\_LEFT; |
|  | GotoXY(x + w, y); |
|  | cout << BOX\_TOP\_RIGHT; |
|  | GotoXY(x, y + i \* 2); |
|  | for (int i = 1; i < h - 1; i++) { |
|  | GotoXY(x, y + i); |
|  | cout << BOX\_V\_LINE; |
|  | for (int j = 1; j < w; j++) |
|  | cout << SPACE; |
|  | cout << BOX\_V\_LINE; |
|  | Sleep(Time); |
|  | } |
|  | GotoXY(x, y + h - 1); |
|  | cout << BOX\_BOTTOM\_LEFT; |
|  | GotoXY(x + w, y + h - 1); |
|  | cout << BOX\_BOTTOM\_RIGHT; |
|  | for (int i = w / 2 - 1; i >= 0; i--) { |
|  | GotoXY(x + w / 2 - i, y + h - 1); |
|  | cout << BOX\_H\_LINE; |
|  | GotoXY(x + w / 2 + i, y + h - 1); |
|  | cout << BOX\_H\_LINE; |
|  | Sleep(Time); |
|  | } |
|  | TextColor(tmp); |
|  | } |
|  | void DrawBoxMini(int w, int h, int x, int y, int color) { |
|  | int tmp = GetCurrentColor(); |
|  | TextColor(color); |
|  | GotoXY(x, y); |
|  | cout << TOP\_LEFT; |
|  | for (int i = 1; i < w - 1; i++) |
|  | cout << H\_LINE; |
|  | cout << TOP\_RIGHT; |
|  | for (int i = 1; i < h - 1; i++) { |
|  | GotoXY(x, i + y); |
|  | cout << V\_LINE; |
|  | for (int j = 1; j < w - 1; j++) |
|  | cout << SPACE; |
|  | cout << V\_LINE; |
|  | } |
|  | GotoXY(x, h + y - 1); |
|  | cout << BOTTOM\_LEFT; |
|  | for (int i = 1; i < w - 1; i++) |
|  | cout << H\_LINE; |
|  | cout << BOTTOM\_RIGHT; |
|  | TextColor(tmp); |
|  | } |

|  |  |
| --- | --- |
|  |  |
| hộp được vẽ bởi hàm DrawBox | hộp được vẽ bởi DrawBoxMini |

* PrintCARO(): hàm in ra logo CARO ở menu chính

|  |  |
| --- | --- |
|  | void PrintCARO(int x, int y, int color) { |
|  | TextColor(color); |
|  | unsigned char logo[] = { 32, 32, 179, 219, 219, 219, 219, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219, 219, 219, 219, 32, 32, 32, 179, 219, 219, 219, 219, 219, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219, 219, 219, 219, 219, 32, 32, 179, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219, 179, 219, 219, 32, 32, 32, 32, 32, 32, 32, 32, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219, 179, 219, 219, 32, 32, 32, 32, 32, 32, 32, 32, 32, 179, 219, 219, 219, 219, 219, 219, 219, 219, 219, 32, 179, 219, 219, 219, 219, 219, 219, 219, 32, 32, 32, 179, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219, 179, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219,179, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 32, 179, 219, 219, 32, 32, 179, 219, 219, 219, 219, 219, 219, 32, 32, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 179, 219, 219, 32, 32, 32, 32, 179, 219, 219, 32, 32, 32, 179, 219, 219, 219, 219, 219, 219, 32, 32 }; |
|  | int num\_lines = 7, num\_chars = 45; |
|  | for (int i = 0; i < num\_lines; i++) { |
|  | GotoXY(x, i + y); |
|  | for (int j = 0; j < num\_chars; j++) |
|  | putchar(logo[i \* num\_chars + j]); |
|  | } |
|  | } |

![Logo, company name
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* CaroAnimation(): Kết hợp với lệnh Sleep và hàm PrintCARO để tạo hiệu ứng nhấp nháy đổi màu cho chữ

|  |  |
| --- | --- |
| 1 | void CaroAnimation() { |
| 2 | PrintCARO(20, 9, MAGENTA); |
| 3 | Sleep(150); |
| 4 | PrintCARO(20, 9, YELLOW); |
| 5 | Sleep(150); |
| 6 | PrintCARO(20, 9, LIGHT\_CYAN); |
| 7 | Sleep(150); |
| 8 | PrintCARO(20, 9, GREEN); |
| 9 | Sleep(150); |
| 10 | PrintCARO(20, 9, BLUE); |
| 11 | Sleep(150); |
| 12 | PrintCARO(20, 9, LIGHT\_YELLOW); |
| 13 | Sleep(150);2 |
| 14 | PrintCARO(20, 9, RED); |
| 15 | } |

* PrintNote(): Hàm in ra dòng chữ “ **– Project by Group 13 – 22CTT4 -** ” với hiệu ứng xuất hiện

|  |  |
| --- | --- |
|  | void PrintNote(int x, int y, int color) { |
|  | TextColor(color); |
|  | GotoXY(x, y); |
|  | unsigned char Note[] = { 179, 32, 80, 114, 111, 106, 101, 99, 116, 32, 98, 121, 32, 71, 114, 111, 117, 112, 32, 49, 51, 32, 45, 32, 50, 50, 67, 84, 84, 52, 32, 72, 67, 77, 85, 83, 32, 179 }; |
|  | for (int i = 0; i < 38; i++) { |
|  | cout << Note[i]; |
|  | Sleep(10); } |
|  | } |

* DrawPattern\_Col(): Hàm vẽ các họa tiết theo chiều dọc, với tham số truyền vào là tọa độ x, y, màu sắc (color), giá trị của họa tiết (theo bảng mã Ascii) và khoảng cách giữa các họa tiết

|  |  |
| --- | --- |
| 1 | void DrawPattern\_Col(int x, int y, int color, int pt, int kc) { |
| 2 | TextColor(color); |
| 3 | unsigned char pattern = pt; |
| 4 | for (int i = 0; i < 30; i = i + kc) { |
| 5 | GotoXY(y, x + i); |
| 6 | putchar(pattern); } |
| 7 | } |

* getFileContents() dùng để đọc dữ liệu từ file, đọc lần lượt các dòng và lưu vào 1 chuỗi sau đó trả về (hàm này chủ yếu dùng để lưu vào 1 string hỗ trợ các hàm Draw, DrawAsciiFile để in ra màn hình console)

|  |  |
| --- | --- |
|  | string getFileContents(ifstream& File) |
|  | { |
|  | string Lines = ""; //All lines |
|  |  |
|  | if (File) //Check if everything is good |
|  | { |
|  | while (File.good()) |
|  | { |
|  | string TempLine; //Temp line |
|  | getline(File, TempLine); //Get temp line |
|  | TempLine += "\n"; //Add newline character |
|  |  |
|  | Lines += TempLine; //Add newline |
|  | } |
|  | return Lines; |
|  | } |
|  | else //Return error |
|  | { |
|  | return "ERROR File does not exist."; |
|  | } |
|  | } |

* Hàm Draw() sẽ đi đôi với hàm getFileContents() để in ra dữ liệu từ 1 tệp tin ra màn hình console

|  |  |
| --- | --- |
|  | void Draw(int x, int y, string nameFile, int color) { |
|  | TextColor(color); |
|  | SetConsoleOutputCP(65001); //Chọn bộ hóa để uft-8 |
|  | ifstream Read("assets/UI/" + nameFile + ".txt"); |
|  | string line = ""; |
|  | for (int i = 0; Read.good(); i++) { |
|  | getline(Read, line); |
|  | GotoXY(x - (i == 0), y + i); |
|  | cout << line; |
|  | } |
|  | Read.close(); |
|  | SetConsoleOutputCP(437); //Đưa bộ mã hóa về mặc định của console |
|  | } |

1. Các hàm vẽ giao diện game

Là các hàm sử dụng các hàm công cụ để tạo nên giao diện cho trò chơi

* BackGround(): Tổng hợp hàm DrawPattern\_Col() kết hợp với nhau để tạo nên hình nền cho giao diện game

|  |  |
| --- | --- |
| 1 | void BackGround() { |
| 2 | DrawPattern\_Col(1, 6, LIGHT\_RED, 3, 6); |
| 3 | DrawPattern\_Col(4, 24, MAGENTA, 4, 6); |
| 4 | DrawPattern\_Col(1, 42, LIGHT\_RED, 3, 6); |
| 5 | DrawPattern\_Col(4, 60, MAGENTA, 4, 6); |
| 6 | DrawPattern\_Col(1, 78, LIGHT\_RED, 3, 6); |
| 7 | DrawPattern\_Col(4, 96, MAGENTA, 4, 6); |
| 8 | DrawPattern\_Col(1, 114, LIGHT\_RED, 3, 6); |
| 9 | } |

![Chart, scatter chart

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAr4AAAFoCAYAAACxCPjaAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAyUSURBVHhe7d3Bi5VVHMfhcx0bhzYWbYocVKKdCYNIgszCRQoSNIyLYLaKCOJywP8hWtZCxq3RQqhFgrlwIcKISJDuREJsr14IDKrp3ulIdg0Hmhv3vPN9ns2c8y7u8v193pnz3un1+/21AgAAW9y2+hMAALY04QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQIRev99fq+v/7I9vVsqzS6tl+EG9+bNl5tzcelGPXn99cB0AWmF+QZbNh+/tlfLLZ6t1Uw1uEjtmvy2/Xvq5XvjL1PJKmTlYNwAwSeYXxNn0UYffVkduGkM3vnjppjH0++oPdQUAk2V+QR5nfAEAiLDp8N02u6uuNtabfaeuAGCyzC/Is/nwXfikTNX1qx0q0wtv1zUATJb5BXnGcNRhrkwvbfzU3Fv6uGyvawCYPPML0ozljO/GT82elgFoj/kFWcb0cttcmVk+VNcvm1o+5WkZgAaZX5BkTOE7cPBU2TFf1y8afiG47z4EoFXmF8QYX/gObD93duRPRrvK9KL/dgNA28wvyDDW8B19UaC3dKa89m7dAECzzC9IMObwHXzgwpkyvWew2LNYZrwQAEBHmF+w9fX6/f5aXY/P7SvlWTnubBQA3WJ+wZb2/4QvAAA0ZuxHHQAAoEXCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhcAgAjCFwCACMIXAIAIwhe65vrNcu16XQNAVzQwv4QvdMqjcu30w3L/9JVy56d6CQCa18b8Er7QGU/LncUb5f76+km5dfRmebC+BoCWtTO/hC90wtPy4Px35dbdul33sFxdvFce1x0AtKet+SV8oQOGN42rl+vmRXd/LF+df1Q3ANCW1uaX8IXGPTh/5d9vGs9dvlG+FL8ANKbF+SV8oWGPLw5vGk/q7hUGN4+vLz6tGwCYrFbnl/CFhr158nA5dqJuXuWD/eXoyZ11AwCT1er86vX7/bW6Bpo0fBt29MWAF+0ux+4fLu/VHQC0ob355Te+0Lyd5cDn+8tbdfdPb5QPvxe9ALSovfklfKEL9u4rn17YXTd/e//C8XJgb90AQGsam1/CF7riyMh5qRPz5aMjdQ0ArWpofjnjC53y/LyUc70AdEkb80v4Qtdcv1eulX1+2wtAtzQwv4QvAAARnPEFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAgQq/f76/V9X/2xzcr5dml1TL8oN782TJzbm69qEevvz64DgCtML8gy+bD9/ZK+eWz1bqpBjeJHbPfll8v/Vwv/GVqeaXMHKwbAJgk8wvibPqow2+rIzeNoRtfvHTTGPp99Ye6AoDJMr8gjzO+AABE2HT4bpvdVVcb682+U1cAMFnmF+TZfPgufFKm6vrVDpXphbfrGgAmy/yCPGM46jBXppc2fmruLX1cttc1AEye+QVpxnLGd+OnZk/LALTH/IIsY3q5ba7MLB+q65dNLZ/ytAxAg8wvSDKm8B04eKrsmK/rFw2/ENx3HwLQKvMLYowvfAe2nzs78iejXWV60X+7AaBt5hdkGGv4jr4o0Fs6U157t24AoFnmFyQYc/gOPnDhTJneM1jsWSwzXggAoCPML9j6ev1+f62ux+f2lfKsHHc2CoBuMb9gS/t/whcAABoz9qMOAADQIuELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThCwBABOELAEAE4QsAQAThC11z/Wa5dr2uAaArGphfwhc65VG5dvphuX/6SrnzU70EAM1rY34JX+iMp+XO4o1yf339pNw6erM8WF8DQMvamV/CFzrhaXlw/rty627drntYri7eK4/rDgDa09b8Er7QAcObxtXLdfOiuz+Wr84/qhsAaEtr80v4QuMenL/y7zeN5y7fKF+KXwAa0+L8Er7QsMcXhzeNJ3X3CoObx9cXn9YNAExWq/NL+ELD3jx5uBw7UTev8sH+cvTkzroBgMlqdX71+v3+Wl0DTRq+DTv6YsCLdpdj9w+X9+oOANrQ3vzyG19o3s5y4PP95a26+6c3yoffi14AWtTe/BK+0AV795VPL+yum7+9f+F4ObC3bgCgNY3NL+ELXXFk5LzUifny0ZG6BoBWNTS/nPGFTnl+Xsq5XgC6pI35JXyha67fK9fKPr/tBaBbGphfwhcAgAjO+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABBB+AIAEEH4AgAQQfgCABCh1+/31+r6P/vjm5Xy7NJqGX5Qb/5smTk3t17Uo9dfH1wHgFaYX5Bl8+F7e6X88tlq3VSDm8SO2W/Lr5d+rhf+MrW8UmYO1g0ATJL5BXE2fdTht9WRm8bQjS9eumkM/b76Q10BwGSZX5DHGV8AACJsOny3ze6qq431Zt+pKwCYLPML8mw+fBc+KVN1/WqHyvTC23UNAJNlfkGeMRx1mCvTSxs/NfeWPi7b6xoAJs/8gjRjOeO78VOzp2UA2mN+QZYxvdw2V2aWD9X1y6aWT3laBqBB5hckGVP4Dhw8VXbM1/WLhl8I7rsPAWiV+QUxxhe+A9vPnR35k9GuMr3ov90A0DbzCzKMNXxHXxToLZ0pr71bNwDQLPMLEow5fAcfuHCmTO8ZLPYslhkvBADQEeYXbH29fr+/Vtfjc/tKeVaOOxsFQLeYX7Cl/T/hCwAAjRn7UQcAAGiR8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAggvAFACCC8AUAIILwBQAgQCl/AnzjkW2FMGOTAAAAAElFTkSuQmCC)

* DrawButton(): Ứng dụng hàm DrawBoxMini() để vẽ các nút ấn “PLAY”, “LOAD”, “HELP”, “SETTING”, “EXIT”

|  |  |
| --- | --- |
| 1 | void DrawButton() { |
| 2 | DrawBoxMini(14, 3, 89, 6, BLUE); |
| 3 | GotoXY(94, 7); |
| 4 | TextColor(BLUE); |
| 5 | cout << "PLAY"; |
| 6 | Sleep(200); |
| 7 | DrawBoxMini(14, 3, 89, 9, BLUE); |
| 8 | GotoXY(94, 10); |
| 9 | TextColor(BLUE); |
| 10 | cout << "LOAD"; |
| 11 | Sleep(200); |
| 12 | DrawBoxMini(14, 3, 89, 12, BLUE); |
| 13 | GotoXY(94, 13); |
| 14 | TextColor(BLUE); |
| 15 | cout << "HELP"; |
| 16 | Sleep(200); |
| 17 | DrawBoxMini(14, 3, 89, 15, BLUE); |
| 18 | GotoXY(93, 16); |
| 19 | TextColor(BLUE); |
| 20 | cout << "SETTING"; |
| 21 | Sleep(200); |
| 22 | DrawBoxMini(14, 3, 89, 18, BLUE); |
| 23 | GotoXY(94, 19); |
| 24 | TextColor(BLUE); |
| 25 | cout << "EXIT"; |
| 26 | Sleep(200); |
| 27 | } |

* DrawCaroBox(): Hàm vẽ bảng kết hợp hiệu ứng xuất hiện, kèm theo các hàm CaroAnimation(), PrintNote() và câu lệnh Sleep() để tạo sự xuất hiện cho giao diện Menu một cách bắt mắt

|  |  |
| --- | --- |
| 1 | void DrawCaroBox(int w, int h, int x, int y, int Time) { |
| 2 | TextColor(GREEN); |
| 3 | GotoXY(x + w / 2, y); |
| 4 | for (int i = 0; i < w / 2; i++) { |
| 5 | GotoXY(x + w / 2 + i, y); |
| 6 | cout << BOX\_H\_LINE; |
| 7 | GotoXY(x + w / 2 - i, y); |
| 8 | cout << BOX\_H\_LINE; |
| 9 | Sleep(Time); |
| 10 | } |
| 11 | GotoXY(x, y); |
| 12 | cout << BOX\_TOP\_LEFT; |
| 13 | GotoXY(x + w, y); |
| 14 | cout << BOX\_TOP\_RIGHT; |
| 15 | for (int i = 1; i < h - 1; i++) { |
| 16 | GotoXY(x, i + y); |
| 17 | cout << BOX\_V\_LINE; |
| 18 | for (int j = 1; j < w; j++) |
| 19 | cout << SPACE; |
| 20 | cout << BOX\_V\_LINE; |
| 21 | Sleep(Time); |
| 22 | } |
| 23 | GotoXY(x, h + y - 1); |
| 24 | cout << BOX\_BOTTOM\_LEFT; |
| 25 | GotoXY(x + w, h + y - 1); |
| 26 | cout << BOX\_BOTTOM\_RIGHT; |
| 27 | GotoXY(x, y + h - 5); |
| 28 | cout << BOX\_LEFT; |
| 29 | GotoXY(x + w, y + h - 5); |
| 30 | cout << BOX\_RIGHT; |
| 31 | for (int i = 1; i <= w / 2; i++) { |
| 32 | GotoXY(x + i, y + h - 1); |
| 33 | cout << BOX\_H\_LINE; |
| 34 | GotoXY(x + w - i, y + h - 1); |
| 35 | cout << BOX\_H\_LINE; |
| 36 | GotoXY(x + i, y + h - 5); |
| 37 | cout << BOX\_H\_LINE; |
| 38 | GotoXY(x + w - i, y + h - 5); |
| 39 | cout << BOX\_H\_LINE; |
| 40 | Sleep(Time); |
| 41 | } |
| 42 | DrawBoxMini(59, 13, 14, 6, LIGHT\_YELLOW); |
| 43 | CaroAnimation(); |
| 44 | Sleep(500); |
| 45 | PrintNote(24, 21, BLACK); |
| 46 | } |

* MainScreen(): tổng hợp các hàm BackGround(), DrawCaroBox(), DrawButton() để thiết kế hoàn chỉnh giao diện Menu chính

|  |  |
| --- | --- |
| 1 | void MainScreen() { |
| 2 | BackGround(); |
| 3 | DrawCaroBox(62, 19, 12, 5, 5); |
| 4 | Sleep(500); |
| 5 | DrawButton(); |
| 6 | } |

* MainMenu(): một trong những hàm chính trong game, hàm này sẽ gọi hàm MainScreen để vẽ giao diện và dùng một vòng while lặp vô hạn cho người dùng nhập vào các ký tự điều khiển con trỏ để chọn các nút chức năng tương ứng

|  |  |
| --- | --- |
|  | void MainMenu(\_POINT \_A[B\_SIZE][B\_SIZE], bool& \_TURN, int& \_COMMAND, bool sound[], int& \_X, int& \_Y, int& cX, int& cY, int& cntX, int& cntO, int& cntWinO, int& cntLoseO, int& cntDraw, int& saveTurn, int& cntRound, string& NamePlayer\_O, string& NamePlayer\_X, float& remain, WinningPos WP[5]) |
|  | { |
|  | Sleep(50); |
| **vẽ Menu ban đầu:** | |
|  | SetConsoleBlank(); |
|  | MainScreen(); |
|  |  |
|  | int x = 94; |
|  | int y = 7; |
|  | DrawBoxMini(14, 3, 89, y - 1, RED); |
|  | GotoXY(x, y); // Đưa cursor tới phím chức năng đầu tiên. |
|  | TextColor(RED); |
|  | cout << "PLAY"; |
| **thay đổi màu sắc phím của Menu** | |
|  | while (true) |
|  | { |
|  | unsigned char c = toupper(\_getch()); |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | if (c == 'W' || c == 'S') |
|  | { |
| **Nếu chọn đi lên** | |
|  | if (c == 'W') |
|  | { |
|  | // Đưa lại nút cũ về màu xanh |
|  | DrawBoxMini(14, 3, 89, y - 1, BLUE); |
|  | TextColor(BLUE); |
|  | if (y == 7) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "PLAY"; |
|  | } |
|  | if (y == 10) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "LOAD"; |
|  | } |
|  | if (y == 13) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "HELP"; |
|  | } |
|  | if (y == 16) |
|  | { |
|  | GotoXY(x - 1, y); |
|  | cout << "SETTING"; |
|  | } |
|  | if (y == 19) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "EXIT"; |
|  | } |
|  | y = y - 3; |
|  | if (y < 7) |
|  | y = 19; |
| Biến nút đang trỏ vào thành màu đỏ | |
|  | DrawBoxMini(14, 3, 89, y - 1, RED); |
|  | TextColor(RED); |
|  | if (y == 7) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "PLAY"; |
|  | } |
|  | if (y == 10) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "LOAD"; |
|  | } |
|  | if (y == 13) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "HELP"; |
|  | } |
|  | if (y == 16) |
|  | { |
|  | GotoXY(x - 1, y); |
|  | cout << "SETTING"; |
|  | } |
|  | if (y == 19) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "EXIT"; |
|  | } |
|  | } |
| Nếu chọn đi xuống | |
|  | else if (c == 'S') |
|  | { |
| Đưa lại nút cũ về màu xanh trước khi chuyển sang nút mới | |
|  | DrawBoxMini(14, 3, 89, y - 1, BLUE); |
|  | TextColor(BLUE); |
|  | if (y == 7) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "PLAY"; |
|  | } |
|  | if (y == 10) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "LOAD"; |
|  | } |
|  | if (y == 13) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "HELP"; |
|  | } |
|  | if (y == 16) |
|  | { |
|  | GotoXY(x - 1, y); |
|  | cout << "SETTING"; |
|  | } |
|  | if (y == 19) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "EXIT"; |
|  | } |
|  | y = y + 3; |
|  | if (y > 19) |
|  | y = 7; |
| Biến nút đang trỏ vào thành màu đỏ | |
|  | DrawBoxMini(14, 3, 89, y - 1, RED); |
|  | TextColor(RED); |
|  |  |
|  | if (y == 7) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "PLAY"; |
|  | } |
|  | if (y == 10) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "LOAD"; |
|  | } |
|  | if (y == 13) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "HELP"; |
|  | } |
|  | if (y == 16) |
|  | { |
|  | GotoXY(x - 1, y); |
|  | cout << "SETTING"; |
|  | } |
|  | if (y == 19) |
|  | { |
|  | GotoXY(x, y); |
|  | cout << "EXIT"; |
|  | } |
|  | } |
|  | } |
| **thao tác với phím chức năng của Menu** | |
|  | else if ((c == 32) || (c == 13)) // Tương tác với phím bằng cách bấm Enter hoặc Space |
|  | { |
|  | if (y == 7) |
|  | { |
|  | EnterNamePlayer(NamePlayer\_O, NamePlayer\_X); |
|  | AskTurn(\_TURN, sound, NamePlayer\_O, NamePlayer\_X); |
|  | cntWinO = cntLoseO = cntDraw = 0; |
|  | cntRound = 1; |
|  | StartGame(\_A, 1, \_TURN, \_COMMAND, sound, \_X, \_Y, cX, cY, cntX, cntO, cntWinO, cntLoseO, cntDraw, saveTurn, cntRound, NamePlayer\_O, NamePlayer\_X, remain, WP); |
|  | return; |
|  | } |
|  | if (y == 10) |
|  | { |
|  | LoadGameMenu(\_A, \_TURN, \_COMMAND, sound, \_X, \_Y, cX, cY, cntX, cntO, cntWinO, cntLoseO, cntDraw, saveTurn, cntRound, NamePlayer\_O, NamePlayer\_X, remain, WP); |
|  | return; |
|  | } |
|  | if (y == 13) |
|  | { |
|  | HelpScreen(sound); |
|  | return; |
|  | } |
|  | if (y == 16) |
|  | { |
|  | SettingMenu(sound); |
|  | return; |
|  | } |
|  | if (y == 19) |
|  | { |
|  | ExitGame(); |
|  | } |
|  | } |
|  | } |
|  | } |

* LoadGameMenu(): để đọc các file game đã lưu và xuất ra màn hình cho người chơi lựa chọn

|  |  |
| --- | --- |
|  | void LoadGameMenu(\_POINT \_A[B\_SIZE][B\_SIZE], bool& \_TURN, int& \_COMMAND, bool sound[], int& \_X, int& \_Y, int& cX, int& cY, int& cntX, int& cntO, int& cntWinO, int& cntLoseO, int& cntDraw, int& saveTurn, int& cntRound, string& NamePlayer\_O, string& NamePlayer\_X, float& remain, WinningPos WP[5]) { |
|  | // Open the file that contains all the name of the saved games. |
|  | fstream inp; |
|  | inp.open("save/all\_save.txt", ios::in); |
|  | if (inp.fail()) { |
|  | cout << "Can't open file\n"; |
|  | return; |
|  | } |
|  |  |
|  | SetConsoleBlank(); |
|  | BackGround(); |
|  | DrawBox(BOX\_W, BOX\_H - 1, BOX\_X, BOX\_Y, GREEN, 1); |
|  | TextColor(CYAN); |
|  |  |
|  | // Get the current save data |
|  | string nameFile; |
|  | int filesPerPage = 9; |
|  | vector <\_BUTTON> v; |
|  | while (inp.good()) { |
|  | getline(inp, nameFile); |
|  | if (v.size() == 1 && v[0].data == "") |
|  | v[0].data = nameFile; |
|  | else |
|  | v.push\_back({ 0, 0, nameFile }); |
|  | } |
|  | inp.close(); |
|  | GotoXY(47, 26); |
|  | TextColor(MAGENTA); |
|  | cout << " " << L\_TRIANGLE << " PRESS ESC TO COMEBACK " << R\_TRIANGLE << " "; |
|  | if (v.size() == 1 && v[0].data == "") { |
|  | GotoXY(53, 11); |
|  | cout << "< EMPTY DATA >"; |
|  | while (true) { |
|  | char c = toupper(\_getch()); |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | if (c == ESC) |
|  | return; |
|  | } |
|  | } |
|  | for (int i = 0, cnt = 1; i < v.size(); i++, cnt = cnt % filesPerPage + 1) { |
|  | //GotoXY(BOX\_X + 1, BOX\_Y + 2 \* cnt - 1); |
|  | v[i].x = BOX\_X + 1; |
|  | v[i].y = BOX\_Y + 2 \* cnt - 1; |
|  | int x = (BOX\_W - 2 - v[i].data.size()) / 2; |
|  | if (v[i].data.size() % 2 == 1) |
|  | v[i].data += " "; |
|  | while (x--) |
|  | v[i].data = " " + v[i].data, v[i].data += " "; |
|  | //v[i].data += " "; |
|  | } |
|  | int nFiles = v.size(); |
|  | int nPages = ceil(1.0 \* nFiles / filesPerPage); |
|  | DrawSaveFilesPage(v, 1, filesPerPage); |
|  | int curFile = 0, prvFile = -1, curPage = 1, lastFile = 0; |
|  | HoverButton(v[curFile]); |
|  | while (true) { |
|  | int \_COMMAND = toupper(\_getch()); |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | lastFile = (curPage == nPages ? (nFiles - 1) % filesPerPage : filesPerPage - 1); |
|  | if (\_COMMAND == ESC) { |
|  | return; |
|  | } |
|  | else if (\_COMMAND == W) { |
|  | prvFile = curFile--; |
|  | if (curFile < 0) |
|  | curFile = lastFile; |
|  | } |
|  | else if (\_COMMAND == S) { |
|  | prvFile = curFile++; |
|  | if (curFile > lastFile) |
|  | curFile = 0; |
|  | } |
|  | else if (\_COMMAND == A) { |
|  | if (--curPage < 1) |
|  | curPage = nPages; |
|  | prvFile = curFile; |
|  | DrawSaveFilesPage(v, curPage, filesPerPage); |
|  | } |
|  | else if (\_COMMAND == D) { |
|  | curPage++; |
|  | if (curPage > nPages) |
|  | curPage = 1; |
|  | prvFile = curFile; |
|  | DrawSaveFilesPage(v, curPage, filesPerPage); |
|  | } |
|  | else if (\_COMMAND == ENTER) { |
|  | LoadData(\_A, \_TURN, \_COMMAND, \_X, \_Y, cX, cY, cntX, cntO, cntWinO, cntLoseO, cntDraw, saveTurn, cntRound, NamePlayer\_O, NamePlayer\_X, CleanFileName(v[(curPage - 1) \* filesPerPage + curFile].data), remain); |
|  | LoadingScreen(BLUE, GREEN, LIGHT\_CYAN); |
|  | StartGame(\_A, 0, \_TURN, \_COMMAND, sound, \_X, \_Y, cX, cY, cntX, cntO, cntWinO, cntLoseO, cntDraw, saveTurn, cntRound, NamePlayer\_O, NamePlayer\_X, remain, WP); |
|  | return; |
|  | } |
|  |  |
|  | lastFile = (curPage == nPages ? (nFiles - 1) % filesPerPage : filesPerPage - 1); |
|  |  |
|  | if (curFile + filesPerPage \* (curPage - 1) >= nFiles) |
|  | prvFile = curFile = lastFile; |
|  | UnhoverButton(v[prvFile + filesPerPage \* (curPage - 1)], CYAN); |
|  | HoverButton(v[curFile + filesPerPage \* (curPage - 1)]); |
|  | } |
|  | } |
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* HelpScreen(): Vẽ khung và ghi các thông tin cần thiết, bao gồm luật chơi, cách di chuyển và thông tin Project trong trang Help

|  |  |
| --- | --- |
| 1 | void HelpScreen(bool sound[]) { |
| 2 | SetConsoleBlank(); |
| 3 | DrawBox(98, 25, 11, 2, CYAN, 0); |
| 4 | DrawBoxMini(94, 23, 13, 3, LIGHT\_CYAN); |
| 5 | for (int i = 0; i < 21; i++) { |
| 6 | TextColor(LIGHT\_CYAN); |
| 7 | GotoXY(34, 4 + i); |
| 8 | cout << V\_LINE; } |
| 9 | TextColor(RED); |
| 10 | GotoXY(20, 7); |
| 11 | cout << L\_TRIANGLE << " RULE " << R\_TRIANGLE; |
| 12 | GotoXY(40, 5); |
| 13 | cout << "The game is played on a board with 12 rows and 12 columns." << endl; |
| 14 | GotoXY(40, 7); |
| 15 | cout << "To win the round, player needs to make a line consisting of 5" << endl; |
| 16 | GotoXY(40, 8); |
| 17 | cout << "consecutive pieces horizontally, vertically or diagonally." << endl; |
| 18 | GotoXY(40, 10); |
| 19 | cout << "If more than 90% of the board has been marked, the result will "; |
| 20 | GotoXY(40, 11); |
| 21 | cout << "be a draw."; |
| 22 | TextColor(GREEN); |
| 23 | GotoXY(20, 14); |
| 24 | cout << L\_TRIANGLE << " MOVE " << R\_TRIANGLE; |
| 25 | GotoXY(40, 14); |
| 26 | cout << "Up: W"; |
| 27 | GotoXY(40, 15); |
| 28 | cout << "Down: S"; |
| 29 | GotoXY(55, 14); |
| 30 | cout << "Left: A"; |
| 31 | GotoXY(55, 15); |
| 32 | cout << "Right: D"; |
| 33 | GotoXY(70, 14); |
| 34 | cout << "Choose: Enter"; |
| 35 | TextColor(MAGENTA); |
| 36 | GotoXY(18, 20); |
| 37 | cout << L\_TRIANGLE << " ABOUT US " << R\_TRIANGLE; |
| 38 | GotoXY(76, 19); |
| 39 | cout << "Teacher: Truong Toan Thinh"; |
| 40 | GotoXY(76, 20); |
| 41 | cout << "Group: 13"; |
| 42 | GotoXY(76, 21); |
| 43 | cout << "22CTT4 - HCMUS"; |
| 44 | GotoXY(40, 18); |
| 45 | cout << "Dang Duy Lan      -  22120182"; |
| 46 | GotoXY(40, 19); |
| 47 | cout << "Nguyen Nhat Long  -  22120194"; |
| 48 | GotoXY(40, 20); |
| 49 | cout << "Hoang Thanh Man   -  22120200"; |
| 50 | GotoXY(40, 21); |
| 51 | cout << "Ly Truong Nam     -  22120218"; |
| 52 | GotoXY(40, 22); |
| 53 | cout << "Tran Thao Ngan    -  22120225"; |
| 54 | TextColor(LIGHT\_RED); |
| 55 | GotoXY(47, 26); |
| 56 | cout << " " << L\_TRIANGLE << " PRESS ESC TO COMEBACK " << R\_TRIANGLE << " "; |
| 57 | while (true) { |
| 58 | char c = \_getch(); |
| 59 | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
| 60 | if (c == ESC) |
| 61 | return; |
| 62 | } |
| 63 | } |

* LoadingScreen(): Hàm vẽ trang Loading với tham số màu sắc truyền vào như ghi chú

|  |  |
| --- | --- |
| 1 | void LoadingScreen(int color1, int color2, int color3) { //color 1 là màu khung, 2 là màu chữ, 3 là màu cái thanh ở giữa |
| 2 | SetConsoleBlank(); |
| 3 | unsigned char s = { 219 }; |
| 4 | DrawBoxMini(51, 3, 34, 13, color1); |
| 5 | GotoXY(55, 17); |
| 6 | TextColor(color2); |
| 7 | cout << "LOADING..."; |
| 8 | GotoXY(36, 14); |
| 9 | for (int i = 0; i < 34; i++) { |
| 10 | TextColor(color3); |
| 11 | cout << s; |
| 12 | Sleep(10); } |
| 13 | Sleep(200); |
| 14 | GotoXY(70, 14); |
| 15 | for (int i = 0; i < 13; i++) { |
| 16 | TextColor(color3); |
| 17 | cout << s; |
| 18 | Sleep(10); } |
| 19 | } |
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* ExitScreen(): Hàm vẽ trang Exit khi muốn thoát game

|  |  |
| --- | --- |
| 1 | void ExitScreen() |
| 2 | { |
| 3 | SetConsoleBlank(); |
| 4 | DrawAsciiFile(0, 0, "PatternBG", LIGHT\_CYAN); |
| 5 | do { |
| 6 | DrawBoxMini(88, 12, 15, 8, LIGHT\_CYAN); |
| 7 | DrawAsciiFile(24, 10, "DrawGoodbye", RED); |
| 8 | Sleep(300); |
| 9 | DrawAsciiFile(24, 10, "DrawGoodbye", GREEN); |
| 10 | Sleep(300); |
| 11 | DrawAsciiFile(24, 10, "DrawGoodbye", LIGHT\_BLUE); |
| 12 | Sleep(300); |
| 13 | DrawAsciiFile(24, 10, "DrawGoodbye", MAGENTA); |
| 14 | Sleep(300); |
| 15 | } while (!\_kbhit()); |
| 16 | GotoXY(0, 25); |
| 16 | } |

* Hàm EnterNamePlayer dùng để vẽ các ô cho người chơi có thể nhập tên

|  |  |
| --- | --- |
|  | void EnterNamePlayer(string& NamePlayer\_O, string& NamePlayer\_X) { |
|  | unsigned char x = 16; |
|  | SetConsoleBlank(); |
|  | HideCursor(0); |
|  | DrawBanner(15, 2, GREEN); |
|  | DrawEnterName(30, 3, MAGENTA); |
|  | TextColor(BLACK); |
|  | GotoXY(50, 27); |
|  | cout << "< 20 character max >"; |
|  | DrawBoxMini(49, 3, 35, 14, GREEN); |
|  | TextColor(CYAN); |
|  | GotoXY(51, 13); cout << " Player 1's Name "; |
|  | TextColor(RED); |
|  | GotoXY(48, 15); cout << x << ' '; |
|  | NamePlayer\_O = NamePlayer\_X = ""; |
|  | EnterName(NamePlayer\_O, 20); |
|  | DrawBoxMini(49, 3, 35, 19, GREEN); |
|  | TextColor(CYAN); |
|  | GotoXY(51, 18); cout << " Player 2's Name "; |
|  | TextColor(RED); |
|  | GotoXY(48, 20); cout << x << ' '; |
|  | EnterName(NamePlayer\_X, 20); |
|  | HideCursor(1); |
|  | } |

* Hàm AskTurn(): Hàm này có chức năng chính là dùng để hỏi xem người nào chọn O (hoặc X) để đánh trước. Và vẽ cái khung hiển thị tên, chọn tên. Vẽ hai hình X và O, bấm ‘A’ hoặc ‘D’ để di chuyển sang trái sang phải để chọn turn. Khi con trỏ di chuyển sang ô nào thì ô đó sẽ nổi bật lên và sẽ chọn ô đó nếu ta bấm enter

|  |  |
| --- | --- |
|  | void AskTurn(bool& \_TURN, bool sound[], string& NamePlayer\_O, string& NamePlayer\_X) { |
|  | SetConsoleBlank(); |
|  | DrawBoxMini(72, 20, 27, 8, GREEN);//vẽ khung to |
|  | // Vẽ hai ô hiển thị O vs X |
|  | int wide = 20; |
|  | int high = 10; |
|  | int x = 20; |
|  | int y = 10; |
|  | DrawAsciiFile(0, 1, "DrawTurn", BLUE); |
|  | Draw(41, 15, "OTurn", GRAY); |
|  | Draw(72, 15, "XTurn", GRAY); |
|  | // Vẽ ô hiển thị tên |
|  | int WideBoxName = 30; |
|  | int HighBoxName = 3; |
|  | int X\_BoxName = 48; |
|  | int Y\_BoxName = 10; |
|  | DrawBoxMini(WideBoxName, HighBoxName, X\_BoxName, Y\_BoxName, MAGENTA); |
|  | GotoXY(X\_BoxName + WideBoxName / 2 - NamePlayer\_O.size() / 2, Y\_BoxName + 1); |
|  | TextColor(GREEN); |
|  | cout << NamePlayer\_O; |
|  | GotoXY(X\_BoxName + 1, Y\_BoxName + 1); |
|  | TextColor(BLUE); |
|  | cout << (unsigned char)17; |
|  | GotoXY(X\_BoxName + WideBoxName - 2, Y\_BoxName + 1); |
|  | TextColor(BLUE); |
|  | cout << (unsigned char)16; |
|  | TextColor(RED); |
|  | bool check = true; |
|  | while (true) { |
|  | char press = toupper(\_getch()); |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | if (press == 'D' || press == 'A') { |
|  | if (press == 'D') |
|  | { |
|  | GotoXY(X\_BoxName + WideBoxName - 2, Y\_BoxName + 1); |
|  | TextColor(YELLOW); |
|  | cout << (unsigned char)16; |
|  | Sleep(200); |
|  | GotoXY(X\_BoxName + WideBoxName - 2, Y\_BoxName + 1); |
|  | TextColor(BLUE); |
|  | cout << (unsigned char)16; |
|  | } |
|  | else if (press == 'A') { |
|  | GotoXY(X\_BoxName + 1, Y\_BoxName + 1); |
|  | TextColor(YELLOW); |
|  | cout << (unsigned char)17; |
|  | Sleep(200); |
|  | GotoXY(X\_BoxName + 1, Y\_BoxName + 1); |
|  | TextColor(BLUE); |
|  | cout << (unsigned char)17; |
|  | } |
|  | if (check == true) |
|  | { |
|  | GotoXY(X\_BoxName + WideBoxName / 2 - NamePlayer\_O.size() / 2, Y\_BoxName + 1); |
|  | for (int i = 0; i < NamePlayer\_O.size(); i++) |
|  | cout << ' '; |
|  | GotoXY(X\_BoxName + WideBoxName / 2 - NamePlayer\_X.size() / 2, Y\_BoxName + 1); |
|  | TextColor(GREEN); |
|  | cout << NamePlayer\_X; |
|  | check = false; |
|  | } |
|  | else if (check == false) { |
|  | GotoXY(X\_BoxName + WideBoxName / 2 - NamePlayer\_X.size() / 2, Y\_BoxName + 1); |
|  | for (int i = 0; i < NamePlayer\_X.size(); i++) |
|  | cout << ' '; |
|  | GotoXY(X\_BoxName + WideBoxName / 2 - NamePlayer\_O.size() / 2, Y\_BoxName + 1); |
|  | TextColor(GREEN); |
|  | cout << NamePlayer\_O; |
|  | check = true; |
|  | } |
|  | } |
|  | else if (press == ENTER) { |
|  | break; |
|  | } |
|  | } |
|  | GotoXY(x, y); |
|  | //DrawAsciiFile(x + wide / 2, y + high / 2 - 2, "DrawTurnO", BLUE); |
|  | //VeO2(43, 17, O\_COLOR); |
|  | Draw(41, 15, "OTurnC", O\_COLOR); |
|  | while (true) { |
|  | unsigned char c = toupper(\_getch()); |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | if (c == 'A' || c == 'D') { |
|  | if (c == 'A') { |
|  | if (x == 50) { |
|  | Draw(72, 15, "XTurn", GRAY); |
|  | Draw(41, 15, "OTurnC", O\_COLOR); |
|  | x -= 30; |
|  | } |
|  | } |
|  | else if (c == 'D') { |
|  | if (x == 20) { |
|  | Draw(72, 15, "XTurnC", X\_COLOR); |
|  | Draw(41, 15, "OTurn", GRAY); |
|  | x += 30; |
|  | } |
|  | } |
|  | } |
|  | else if (c == ENTER) { |
|  | if (x == 20) { |
|  | \_TURN = true; // true là lượt của O |
|  | if (check == false) |
|  | swap(NamePlayer\_O, NamePlayer\_X); |
|  | return; |
|  | } |
|  | else if (x == 50) { |
|  | \_TURN = false; // false là lượt của X |
|  | if (check == true) |
|  | swap(NamePlayer\_O, NamePlayer\_X); |
|  | return; |
|  | } |
|  | } |
|  | } |
|  | } |
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* Hàm ShowTurn(): Hàm này dùng để hiển thị lượt đánh khi đang chơi. Nếu hiện X (hoặc O) thì lượt đánh hiện tại sẽ là của X (hoặc O). Đồng thời gọi hai hàm TurnX() hoặc TurnO() để hiển thị X và O đẹp hơn

|  |  |
| --- | --- |
|  | void ShowTurn(int \_X, int \_Y, bool \_TURN, bool validEnter) |
|  | { |
|  | int tmp = GetCurrentColor(); |
|  | TextColor(CYAN); |
|  | if (\_TURN == true && validEnter == true) |
|  | { |
|  | TurnX(); |
|  | } |
|  | else if (\_TURN == false && validEnter == true) |
|  | { |
|  | TurnO(); |
|  | } |
|  | GotoXY(\_X, \_Y); |
|  | TextColor(tmp); |
|  | } |
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Description automatically generated](data:image/png;base64,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)

* Hàm VeO1(), VeX1(), VeO2(), VeX2() tương ứng với các hàm vẽ cho từng file text lần lượt là VeO1.txt, VeX1.txt, VeO2.txt, VeX2.txt

|  |  |
| --- | --- |
|  | void VeO1(int x, int y, int color) { |
|  | TextColor(color); |
|  | SetConsoleOutputCP(65001); |
|  | ifstream Read("assets/UI/VeO1.txt"); |
|  | string line = ""; |
|  | for (int i = 0; Read.good(); i++) { |
|  | getline(Read, line); |
|  | GotoXY(x, y + i); |
|  | cout << line; |
|  | } |
|  | Read.close(); |
|  | SetConsoleOutputCP(437); |
|  | } |
|  | void VeX1(int x, int y, int color) { |
|  | TextColor(color); |
|  | SetConsoleOutputCP(65001); |
|  | ifstream Read("assets/UI/VeX1.txt"); |
|  | string line = ""; |
|  | for (int i = 0; Read.good(); i++) { |
|  | getline(Read, line); |
|  | GotoXY(x, y + i); |
|  | cout << line; |
|  | } |
|  | Read.close(); |
|  | SetConsoleOutputCP(437); |
|  | } |
|  | void VeO2(int x, int y, int color) { |
|  | TextColor(color); |
|  | SetConsoleOutputCP(65001); |
|  | ifstream Read("assets/UI/VeO2.txt"); |
|  | string line = ""; |
|  | for (int i = 0; Read.good(); i++) { |
|  | getline(Read, line); |
|  | GotoXY(x, y + i); |
|  | cout << line; |
|  | } |
|  | Read.close(); |
|  | SetConsoleOutputCP(437); |
|  | } |
|  | void VeX2(int x, int y, int color) { |
|  | TextColor(color); |
|  | SetConsoleOutputCP(65001); |
|  | ifstream Read("assets/UI/VeX2.txt"); |
|  | string line = ""; |
|  | for (int i = 0; Read.good(); i++) { |
|  | getline(Read, line); |
|  | GotoXY(x, y + i); |
|  | cout << line; |
|  | } |
|  | Read.close(); |
|  | SetConsoleOutputCP(437); |
|  | } |

* Hàm TurnX() và TurnO() dùng để gọi các hàm VeO1(), VeX1(), …

|  |  |  |
| --- | --- | --- |
|  | void TurnX() { | |
|  | VeO1(95, 5, GRAY); | |
|  | VeX2(74, 5, RED); | |
|  | } | |
|  | void TurnO() { | |
|  | VeO2(95, 5, BLUE); | |
|  | VeX1(74, 5, GRAY); | |
|  | } | |
|  | |  | |
| hàm TurnO() | | hàm TurnX() | |

* Hàm DrawTimer: dùng để vẽ đồng hồ đếm ngược thời gian trong game

|  |  |
| --- | --- |
|  | void DrawTimer(float time, bool \_TURN) { |
|  | time = float(int(time \* 100)) / 100; |
|  | int num[2] = { 0 }; |
|  | num[0] = (int)ceil(time) / 10; |
|  | num[1] = (int)ceil(time) % 10; |
|  | for (int i = 0; i < 2; i++) |
|  | DrawNumber(80 + i \* 10 - (i == 1 && (num[0] == 1 || num[1] == 9)), 21, num[i], (num[0] == 0 && num[1] <= 5 ? RED : YELLOW)); |
|  | } |

|  |  |
| --- | --- |
|  |  |
| thời gian còn lại cho người chơi hiện tại đánh là 12s | nếu còn dưới 5s thì đồng hồ sẽ hiển thị bằng màu đỏ |

* Hàm PauseGame(): dùng để dừng trò chơi, vẽ ra menu phụ cho người chơi lựa chọn các chức năng như save/load/option

|  |  |
| --- | --- |
|  | bool PauseGame(\_POINT \_A[B\_SIZE][B\_SIZE], bool& \_TURN, int& \_COMMAND, bool sound[], int& \_X, int& \_Y, int& cX, int& cY, int& cntX, int& cntO, int& cntWinO, int& cntLoseO, int& cntDraw, int& saveTurn, int& cntRound, string& NamePlayer\_O, string& NamePlayer\_X, float& remain, float& lastPressed, WinningPos WP[5]) { |
|  | remain += lastPressed - clock(); |
|  | ClearBox(49, 15, 64, 4); |
|  | TextColor(BLACK); |
|  | GotoXY(23, 1); |
|  | cout << "PAUSED"; |
|  | TextColor(LIGHT\_MAGENTA); |
|  | GotoXY(63, 11); |
|  | cout << BOX\_V\_LINE; |
|  | GotoXY(113, 11); |
|  | cout << BOX\_V\_LINE; |
|  | for (int i = 0; i < 15; i++) { |
|  | GotoXY(78, 4 + i); |
|  | cout << V\_LINE; |
|  | } |
|  | int x = 65, y = 5; |
|  | vector <\_BUTTON> button; |
|  | button.resize(5); |
|  | button[0].data = " SAVE "; |
|  | button[1].data = " LOAD "; |
|  | button[2].data = " OPTION "; |
|  | button[3].data = " RESUME "; |
|  | button[4].data = " EXIT "; |
|  | for (int i = 0; i < button.size(); i++) { |
|  | button[i].x = x; |
|  | button[i].y = y + 3 \* i; |
|  | } |
|  | TextColor(BLACK); |
|  | int n = button.size(); |
|  | for (int i = 0; i < n; i++) { |
|  | GotoXY(button[i].x, button[i].y); |
|  | cout << button[i].data; |
|  | } |
|  | char c; |
|  | int cur = 0, prv = -1; |
|  | bool ok = 0; |
|  | HoverButton(button[cur]); |
|  | while (true) { |
|  | c = toupper(\_getch()); |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | if (c == ESC) |
|  | break; |
|  | else if (c == W || c == S) { |
|  | if (c == W) |
|  | prv = cur--; |
|  | else |
|  | prv = cur++; |
|  | if (cur < 0) |
|  | cur = n - 1; |
|  | if (cur >= n) |
|  | cur = 0; |
|  | UnhoverButton(button[prv], BLACK); |
|  | HoverButton(button[cur]); |
|  | } |
|  | else if (c == ENTER) { |
|  | if (cur == 4) { |
|  | ok = 1; |
|  | break; |
|  | } |
|  | if (cur == 3) |
|  | break; |
|  | if (cur == 1) { |
|  | UnhoverButton(button[cur], BLACK); |
|  | bool ok = LoadGameInPauseMenu(\_A, \_TURN, \_COMMAND, sound, \_X, \_Y, cX, cY, cntX, cntO, cntWinO, cntLoseO, cntDraw, saveTurn, cntRound, NamePlayer\_O, NamePlayer\_X, remain, lastPressed, WP); |
|  | if (ok) |
|  | return 1; |
|  | ClearBox(34, 15, 79, 4); |
|  | HoverButton(button[cur]); |
|  | } |
|  | else if (cur == 0) { |
|  | UnhoverButton(button[cur], BLACK); |
|  | string fileName = ""; |
|  | GotoXY(88, 6); |
|  | TextColor(GREEN); |
|  | cout << "ENTER FILE NAME: "; |
|  | DrawBoxMini(25, 3, 84, 8, BLACK); |
|  | GotoXY(85, 9); |
|  | cout << L\_TRIANGLE << ' '; |
|  | HideCursor(0); |
|  | bool ok = EnterName(fileName, 20); |
|  | if (ok) { |
|  | fileName += ".txt"; |
|  | SaveData(\_A, \_TURN, \_COMMAND, \_X, \_Y, cX, cY, cntX, cntO, cntWinO, cntLoseO, cntDraw, saveTurn, cntRound, NamePlayer\_O, NamePlayer\_X, fileName, remain); |
|  | GotoXY(87, 13); |
|  | cout << "SAVED SUCCESSFULLY!"; |
|  | } |
|  | HideCursor(1); |
|  | while (ok) { |
|  | char c = toupper(\_getch()); |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | break; |
|  | } |
|  | ClearBox(34, 15, 79, 4); |
|  | HoverButton(button[cur]); |
|  | } |
|  | else { |
|  | UnhoverButton(button[cur], BLACK); |
|  | GotoXY(83, 5); cout << "MUSIC"; |
|  | GotoXY(83, 12); cout << "CLICK\_SFX"; |
|  | TextColor(BLACK); |
|  | GotoXY(86, 7); cout << "TURN ON"; |
|  | DrawBoard(1, 1, 98, 6, BLACK); |
|  | GotoXY(86, 10); cout << "TURN OFF"; |
|  | DrawBoard(1, 1, 98, 9, BLACK); |
|  |  |
|  | GotoXY(86, 14); cout << "TURN ON"; |
|  | DrawBoard(1, 1, 98, 13, BLACK); |
|  | GotoXY(86, 17); cout << "TURN OFF"; |
|  | DrawBoard(1, 1, 98, 16, BLACK); |
|  | int n = 4, i = 0; |
|  | \_POINT a[4]; |
|  | a[0] = { 99, 7, 0 }; |
|  | a[1] = { 99, 10, 0 }; |
|  | a[2] = { 99, 14, 0 }; |
|  | a[3] = { 99, 17, 0 }; |
|  | GotoXY(a[i].x, a[i].y); cout << L\_TRIANGLE; |
|  | GotoXY(a[i].x + 2, a[i].y); cout << R\_TRIANGLE; |
|  | if (sound[BGM]) |
|  | GotoXY(a[0].x + 1, a[0].y), cout << "X"; |
|  | else |
|  | GotoXY(a[1].x, a[1].y), cout << " X "; |
|  | if (sound[CLICK\_SFX]) |
|  | GotoXY(a[2].x, a[2].y), cout << " X "; |
|  | else |
|  | GotoXY(a[3].x, a[3].y), cout << " X "; |
|  | while (true) { |
|  | char c = toupper(\_getch()); |
|  | if (c == ESC) { |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | break; |
|  | } |
|  | int newI = i; |
|  | if (c == ENTER) { |
|  | if (i == 0) { |
|  | GotoXY(a[0].x + 1, a[0].y); |
|  | cout << "X"; |
|  | GotoXY(a[1].x + 1, a[1].y); |
|  | cout << " "; |
|  | SetSound(sound, BGM, 1); |
|  | } |
|  | else if (i == 1) { |
|  | GotoXY(a[1].x + 1, a[1].y); |
|  | cout << "X"; |
|  | GotoXY(a[0].x + 1, a[0].y); |
|  | cout << " "; |
|  | SetSound(sound, BGM, 0); |
|  | } |
|  | else if (i == 2) { |
|  | GotoXY(a[2].x + 1, a[2].y); |
|  | cout << "X"; |
|  | GotoXY(a[3].x + 1, a[3].y); |
|  | cout << " "; |
|  | SetSound(sound, CLICK\_SFX, 1); |
|  | } |
|  | else { |
|  | GotoXY(a[3].x + 1, a[3].y); |
|  | cout << "X"; |
|  | GotoXY(a[2].x + 1, a[2].y); |
|  | cout << " "; |
|  | SetSound(sound, CLICK\_SFX, 0); |
|  | } |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | continue; |
|  | } |
|  | else if (c == W) |
|  | newI = (--newI + n) % n; |
|  | else if (c == S) |
|  | newI = ++newI % n; |
|  | GotoXY(a[i].x, a[i].y); cout << ' '; |
|  | GotoXY(a[i].x + 2, a[i].y); cout << ' '; |
|  | i = newI; |
|  | GotoXY(a[i].x, a[i].y); cout << L\_TRIANGLE; |
|  | GotoXY(a[i].x + 2, a[i].y); cout << R\_TRIANGLE; |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | } |
|  | ClearBox(34, 15, 79, 4); |
|  | HoverButton(button[cur]); |
|  | } |
|  | } |
|  | } |
|  | TextColor(BLACK); |
|  | GotoXY(23, 1); |
|  | cout << " "; |
|  | lastPressed = clock(); |
|  | return ok; |
|  | } |

|  |  |
| --- | --- |
| A picture containing graphical user interface  Description automatically generated | giao diện của menu phụ |
|  | chức năng save |
|  | chức năng load |
|  | chức năng option |

* Hàm SetOWin và SetXWin: khi có một người chơi đã thắng cuộc thì sẽ tìm ra các đường đi đó và highlight lên cho người chơi thấy

|  |  |
| --- | --- |
|  | void SetOWin(string NamePlayer\_O, WinningPos WP[5], \_POINT \_A[B\_SIZE][B\_SIZE]) { |
|  | for (int i = 0; i < 5; i++) { |
|  | GotoXY(\_A[WP[i].x][WP[i].y].x, \_A[WP[i].x][WP[i].y].y); |
|  | TextColor(BLUE); |
|  | Sleep(80); |
|  | cout << "O"; |
|  | GotoXY(\_A[WP[i].x][WP[i].y].x, \_A[WP[i].x][WP[i].y].y); |
|  | TextColor(RED); |
|  | Sleep(80); |
|  | cout << "O"; |
|  | GotoXY(\_A[WP[i].x][WP[i].y].x, \_A[WP[i].x][WP[i].y].y); |
|  | TextColor(GREEN); |
|  | Sleep(80); |
|  | cout << "O"; |
|  | GotoXY(\_A[WP[i].x][WP[i].y].x - 1, \_A[WP[i].x][WP[i].y].y); |
|  | TextColor(O\_COLOR & 15 | BACKGROUND\_YELLOW); |
|  | Sleep(80); |
|  | cout << " O "; |
|  | } |
|  | GotoXY(48, 28); |
|  | cout << "<< PRESS ENTER TO CONTINUE >>"; |
|  | int x = 3; |
|  | int y = 2; |
|  | long long a[] = { RED,BLUE,GREEN,YELLOW,GRAY,BLUE }; |
|  | int n = sizeof(a) / sizeof(a[0]); |
|  | ClearBox(25, 9, 76, 19); |
|  | while (true) { |
|  | unsigned char c; |
|  | if (\_kbhit()) { |
|  | unsigned char c = \_getch(); |
|  | if (c == ENTER) { |
|  | SetConsoleBlank(); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, RED); |
|  | ascii\_art(NamePlayer\_O, x + 15 \* 7 / 2 - NamePlayer\_O.size() \* 7 / 2, y + 6, BLUE); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, GREEN); |
|  | ascii\_art(NamePlayer\_O, x + 15 \* 7 / 2 - NamePlayer\_O.size() \* 7 / 2, y + 6, BLUE); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, YELLOW); |
|  | ascii\_art(NamePlayer\_O, x + 15 \* 7 / 2 - NamePlayer\_O.size() \* 7 / 2, y + 6, BLUE); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, BLUE); |
|  | ascii\_art(NamePlayer\_O, x + 15 \* 7 / 2 - NamePlayer\_O.size() \* 7 / 2, y + 6, BLUE); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, RED); |
|  | ascii\_art(NamePlayer\_O, x + 15 \* 7 / 2 - NamePlayer\_O.size() \* 7 / 2, y + 6, BLUE); |
|  | break; |
|  | } |
|  | } |
|  | for (int i = 0; i < n; i++) { |
|  | if (\_kbhit()) |
|  | c = \_getch(); |
|  | TextColor((a[i] & 15) | BACKGROUND\_YELLOW); |
|  | Sleep(100); |
|  | GotoXY(\_A[WP[0].x][WP[0].y].x, \_A[WP[0].x][WP[0].y].y); |
|  | cout << "O"; |
|  | GotoXY(\_A[WP[1].x][WP[1].y].x, \_A[WP[1].x][WP[1].y].y); |
|  | cout << "O"; |
|  | GotoXY(\_A[WP[2].x][WP[2].y].x, \_A[WP[2].x][WP[2].y].y); |
|  | cout << "O"; |
|  | GotoXY(\_A[WP[3].x][WP[3].y].x, \_A[WP[3].x][WP[3].y].y); |
|  | cout << "O"; |
|  | GotoXY(\_A[WP[4].x][WP[4].y].x, \_A[WP[4].x][WP[4].y].y); |
|  | cout << "O"; |
|  | } |
|  | DrawOWin(); |
|  | } |
|  | } |
|  | void SetXWin(string NamePlayer\_X, WinningPos WP[5], \_POINT \_A[B\_SIZE][B\_SIZE]) { |
|  | for (int i = 0; i < 5; i++) { |
|  | GotoXY(\_A[WP[i].x][WP[i].y].x, \_A[WP[i].x][WP[i].y].y); |
|  | TextColor(BLUE); |
|  | Sleep(80); |
|  | cout << "X"; |
|  | GotoXY(\_A[WP[i].x][WP[i].y].x, \_A[WP[i].x][WP[i].y].y); |
|  | TextColor(RED); |
|  | Sleep(80); |
|  | cout << "X"; |
|  | GotoXY(\_A[WP[i].x][WP[i].y].x, \_A[WP[i].x][WP[i].y].y); |
|  | TextColor(GREEN); |
|  | Sleep(80); |
|  | cout << "X"; |
|  | GotoXY(\_A[WP[i].x][WP[i].y].x - 1, \_A[WP[i].x][WP[i].y].y); |
|  | TextColor(X\_COLOR & 15 | BACKGROUND\_YELLOW); |
|  | Sleep(80); |
|  | cout << " X "; |
|  | } |
|  | GotoXY(48, 28); |
|  | cout << "<< PRESS ENTER TO CONTINUE >>"; |
|  | int x = 3; |
|  | int y = 2; |
|  | long long a[] = { RED,BLUE,GREEN,YELLOW,GRAY,RED }; |
|  | int n = sizeof(a) / sizeof(a[0]); |
|  | ClearBox(25, 9, 76, 19); |
|  | while (true) { |
|  | unsigned char c; |
|  | if (\_kbhit()) { |
|  | c = \_getch(); |
|  | if (c == ENTER) { |
|  | SetConsoleBlank(); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, RED); |
|  | ascii\_art(NamePlayer\_X, x + 15 \* 7 / 2 - NamePlayer\_X.size() \* 7 / 2, y + 6, BLUE); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, GREEN); |
|  | ascii\_art(NamePlayer\_X, x + 15 \* 7 / 2 - NamePlayer\_X.size() \* 7 / 2, y + 6, BLUE); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, YELLOW); |
|  | ascii\_art(NamePlayer\_X, x + 15 \* 7 / 2 - NamePlayer\_X.size() \* 7 / 2, y + 6, BLUE); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, BLUE); |
|  | ascii\_art(NamePlayer\_X, x + 15 \* 7 / 2 - NamePlayer\_X.size() \* 7 / 2, y + 6, BLUE); |
|  | Sleep(100); |
|  | ascii\_art("congratulation", x, y, RED); |
|  | ascii\_art(NamePlayer\_X, x + 15 \* 7 / 2 - NamePlayer\_X.size() \* 7 / 2, y + 6, BLUE); |
|  | break; |
|  | } |
|  | } |
|  | else { |
|  | for (int i = 0; i < n; i++) { |
|  | if (\_kbhit()) |
|  | c = \_getch(); |
|  | TextColor((a[i] & 15) | BACKGROUND\_YELLOW); |
|  | Sleep(100); |
|  | GotoXY(\_A[WP[0].x][WP[0].y].x, \_A[WP[0].x][WP[0].y].y); |
|  | cout << "X"; |
|  | GotoXY(\_A[WP[1].x][WP[1].y].x, \_A[WP[1].x][WP[1].y].y); |
|  | cout << "X"; |
|  | GotoXY(\_A[WP[2].x][WP[2].y].x, \_A[WP[2].x][WP[2].y].y); |
|  | cout << "X"; |
|  | GotoXY(\_A[WP[3].x][WP[3].y].x, \_A[WP[3].x][WP[3].y].y); |
|  | cout << "X"; |
|  | GotoXY(\_A[WP[4].x][WP[4].y].x, \_A[WP[4].x][WP[4].y].y); |
|  | cout << "X"; |
|  | } |
|  | DrawXWin(); |
|  | } |
|  | } |
|  | } |

|  |  |
| --- | --- |
|  |  |
| Hàm SetOWin() | Hàm SetXWin() |

1. **Nhóm hàm Model**
2. Các hàm xử lý trong game

* Hàm StartGame(): hàm này dùng để bắt đầu trò chơi, phần quan trọng nhất ở hàm này là một vòng while lặp vô tận, người chơi sẽ nhấn các nút để di chuyển và đánh cờ

|  |  |
| --- | --- |
|  | void StartGame(\_POINT \_A[B\_SIZE][B\_SIZE], bool reset, bool& \_TURN, int& \_COMMAND, bool sound[], int& \_X, int& \_Y, int& cX, int& cY, int& cntX, int& cntO, int& cntWinO, int& cntLoseO, int& cntDraw, int& saveTurn, int& cntRound, string& NamePlayer\_O, string& NamePlayer\_X, float& remain, WinningPos WP[5]) { |
|  | SetupGame(\_A, reset, \_TURN, \_COMMAND, \_X, \_Y, cX, cY, cntX, cntO, cntWinO, cntLoseO, cntDraw, cntRound, NamePlayer\_O, NamePlayer\_X, remain); |
|  | bool validEnter = true; |
|  | float lastPressed = clock(); |
|  | while (true) { |
|  | if (((lastPressed + remain - clock()) / 1000) < 0) { |
|  | ShowTurn(\_X, \_Y, \_TURN, 1); |
|  | \_TURN = !\_TURN; |
|  | DrawTimerBox(\_TURN); |
|  | remain = 15e3; |
|  | lastPressed = clock(); |
|  | } |
|  | DrawTimer((lastPressed + remain - clock()) / 1000.0, \_TURN); |
|  | if (\_kbhit()) { |
|  | \_COMMAND = toupper(\_getch()); |
|  | if (sound[CLICK\_SFX]) PlayAudio(CLICK\_SFX); |
|  | if (\_COMMAND == ESC) { |
|  | bool ok = PauseGame(\_A, \_TURN, \_COMMAND, sound, \_X, \_Y, cX, cY, cntX, cntO, cntWinO, cntLoseO, cntDraw, saveTurn, cntRound, NamePlayer\_O, NamePlayer\_X, remain, lastPressed, WP); |
|  | if (ok) |
|  | return; |
|  | DrawScoreBoard(\_TURN, \_X, \_Y, cntWinO, cntLoseO, cntRound); |
|  | continue; |
|  | } |
|  | // Điều khiển |
|  | int tmp = 0; |
|  | if (\_COMMAND == ENTER) { |
|  | switch (CheckBoard(\_A, \_TURN, \_X, \_Y)) { |
|  | case -1: |
|  | GotoXY(\_X, \_Y); |
|  | tmp = GetCurrentColor(); |
|  | TextColor(X\_COLOR); |
|  | cout << "X"; |
|  | TextColor(tmp); |
|  | break; |
|  | case 1: |
|  | GotoXY(\_X, \_Y); |
|  | tmp = GetCurrentColor(); |
|  | TextColor(O\_COLOR); |
|  | cout << "O"; |
|  | TextColor(tmp); |
|  | break; |
|  | case 0: |
|  | validEnter = false; |
|  | break; |
|  | } |
|  | ShowTurn(\_X, \_Y, \_TURN, validEnter); |
|  | CntTurn(\_TURN, cntX, cntO, validEnter); |
|  | if (validEnter == true) { |
|  | switch (ProcessFinish(\_A, \_X, \_Y, \_TURN, TestBoard(\_A, saveTurn, cntWinO, cntLoseO, cntDraw, cntRound, CheckWinLose(\_A, saveTurn, cX, cY, WP)), NamePlayer\_O, NamePlayer\_X, WP)) { |
|  | case -1: |
|  | case 1: |
|  | case 0: |
|  | if (AskContinue(\_A) != 'Y') { |
|  | return; |
|  | } |
|  | else { |
|  | SetupGame(\_A, 1, \_TURN, \_COMMAND, \_X, \_Y, cX, cY, cntX, cntO, cntWinO, cntLoseO, cntDraw, cntRound, NamePlayer\_O, NamePlayer\_X, remain); |
|  | } |
|  | } |
|  | DrawTimerBox(\_TURN); |
|  | remain = 15e3; |
|  | lastPressed = clock(); |
|  | } |
|  | validEnter = true; |
|  | } |
|  | else if (\_COMMAND == 'A') MoveLeft(\_A, \_X, \_Y, cX, cY); |
|  | else if (\_COMMAND == 'W') MoveUp(\_A, \_X, \_Y, cX, cY); |
|  | else if (\_COMMAND == 'S') MoveDown(\_A, \_X, \_Y, cX, cY); |
|  | else if (\_COMMAND == 'D') MoveRight(\_A, \_X, \_Y, cX, cY); |
|  | } |
|  | } |
|  | } |
|  | void StartGame(\_POINT \_A[B\_SIZE][B\_SIZE], bool reset, bool& \_TURN, int& \_COMMAND, bool sound[], int& \_X, int& \_Y, int& cX, int& cY, int& cntX, int& cntO, int& cntWinO, int& cntLoseO, int& cntDraw, int& saveTurn, int& cntRound, string& NamePlayer\_O, string& NamePlayer\_X, float& remain, WinningPos WP[5]) { |

* Hàm CheckFullBoard(): Hàm này sẽ duyệt qua tất cả các ô trong bàn cờ và kiểm tra xem vị trí tại đó đã có người đánh hay chưa. Nếu đã có người đánh thì sẽ tăng giá trị của biến count lên. Nếu giá trị của biến count lớn hơn hoặc bằng 90% tổng số ô trong bảng thì nó sẽ trả về true (tức là sẽ hòa) và nếu không thì nó sẽ trả về true (người chơi tiếp tục đánh tiếp)

|  |  |
| --- | --- |
|  | bool CheckFullBoard(\_POINT \_A[B\_SIZE][B\_SIZE]) { |
|  | int cnt=0; |
|  | for (int i = 0; i < B\_SIZE; i++) { |
|  | for (int j = 0; j < B\_SIZE; j++) { |
|  | if (\_A[i][j].c != 0) |
|  | cnt++; |
|  | } |
|  | } |
|  | if(cnt>=B\_SIZE\*B\_SIZE\*0.9) |
|  | return true; |
|  | return false; |
|  | } |

* Hàm CheckWin(): Hàm này kiểm tra xem trên bàn cờ có người chơi nào thắng hay chưa. Bằng cách duyệt tại tọa độ đang xét (vị trí màu vàng). Hàm này sẽ có 4 trường hợp được duyệt và nó sẽ duyệt theo bán kính 5 ô tính từ tọa độ hiện tại (vị tró lần lượt theo đường dọc, đường ngang, đường chéo phụ và cuối cùng là đường chéo chính. Và ta phải duyệt 360 độ tức là mỗi trường hợp ta phải duyệt tất cả là 9 ô. Nếu mỗi trường hợp đếm được 5 lần vị trí X đánh ( hoặc O đánh) thì sẽ đánh dấu lại các vị trí đó và sẽ trả về true nếu X (hoặc O) thắng nếu mọi trường hợp đều không thỏa mản thì sẽ trả về false và người chơi sẽ tiếp tục đánh

|  |  |
| --- | --- |
|  | bool CheckWin(\_POINT \_A[B\_SIZE][B\_SIZE], int x, int y, WinningPos WP[5]) { |
|  | int count = 0; |
|  | int i, j; |
|  | int n = B\_SIZE; |
|  | if (\_A[y][x].c == 0) |
|  | return false; |
|  | // Kiểm tra hàng ngang |
|  | for (i = x - 4; i <= x; i++) { |
|  | int k = 0; |
|  | if (i < 0 || i + 4 >= n) continue; |
|  | count = 0; |
|  | for (j = i; j <= i + 4; j++) { |
|  | if (\_A[y][j].c == \_A[y][x].c) count++; |
|  | } |
|  | if (count == 5) { |
|  | for (j = i; j <= i + 4; j++) { |
|  | WP[k].x = y; |
|  | WP[k].y = j; |
|  | k++; |
|  | } |
|  | return true; |
|  | } |
|  | } |
|  |  |
|  | // Kiểm tra hàng dọc |
|  | for (i = y - 4; i <= y; i++) { |
|  | int k = 0; |
|  | if (i < 0 || i + 4 >= n) continue; |
|  | count = 0; |
|  | for (j = i; j <= i + 4; j++) { |
|  | if (\_A[j][x].c == \_A[y][x].c) count++; |
|  | } |
|  | if (count == 5) |
|  | { |
|  | for (j = i; j <= i + 4; j++) { |
|  | WP[k].x = j; |
|  | WP[k].y = x; |
|  | k++; |
|  | } |
|  | return true; |
|  | } |
|  | } |
|  |  |
|  | // kiểm tra đường chéo chính |
|  | for (i = x - 4, j = y - 4; i <= x && j <= y; i++, j++) { |
|  | int l = 0; |
|  | if (i < 0 || i + 4 >= n || j < 0 || j + 4 >= n) continue; |
|  | count = 0; |
|  | for (int k = 0; k < 5; k++) { |
|  | if (\_A[j + k][i + k].c == \_A[y][x].c) count++; |
|  | } |
|  | if (count == 5) |
|  | { |
|  | for (int k = 0; k < 5; k++) { |
|  | WP[l].x = j + k; |
|  | WP[l].y = i + k; |
|  | l++; |
|  | } |
|  | return true; |
|  | } |
|  | } |
|  |  |
|  | // Kiểm tra đường chéo phụ |
|  | for (i = x - 4, j = y + 4; i <= x && j >= y; i++, j--) { |
|  | int l = 0; |
|  | if (i < 0 || i + 4 >= n || j >= n || j - 4 < 0) continue; |
|  | count = 0; |
|  | for (int k = 0; k < 5; k++) { |
|  | if (\_A[j - k][i + k].c == \_A[y][x].c) count++; |
|  | } |
|  | if (count == 5) |
|  | { |
|  | for (int k = 0; k < 5; k++) { |
|  | WP[l].x = j - k; |
|  | WP[l].y = i + k; |
|  | l++; |
|  | } |
|  | return true; |
|  | } |
|  | } |
|  |  |
|  | return false; |
|  | } |
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Cách hàm CheckWin() kiểm tra

* Hàm CheckWinLose(): Hàm này sẽ kiểm tra thắng thua sau đó lưu lượt chơi chơi người chơi thắng vào biến saveTurn. Để sau đó sẽ có hàm gọi lại biến saveTurn và thông báo X (hoặc O) thắng. Và hàm này sẽ trả vể true nếu có X (hoặc O) thắng, sẽ trả về false nếu không có ai thắng cả và sẽ tiếp tục trò chơi.

|  |  |
| --- | --- |
|  | bool CheckWinLose(\_POINT \_A[B\_SIZE][B\_SIZE], int& saveTurn, int cX, int cY, WinningPos WP[5]) |
|  | { |
|  | if (CheckWin(\_A, cX, cY, WP) == true) |
|  | { |
|  | saveTurn = \_A[cY][cX].c; |
|  | return true; |
|  | } |
|  | return false; |
|  | } |

* Hàm TestBoard(): Hàm này kiểm trả xem board có người nào thắng hay chưa và trả về giá trị tương ứng kiểu (int) để gọi hàm processFinish() và hiển thị ra thông tin người đó thắng. Nếu chưa có ai thắng thì sẽ trả về 2 (tức là sẽ tiếp tục đánh)

|  |  |
| --- | --- |
|  | int TestBoard(\_POINT \_A[B\_SIZE][B\_SIZE], int& saveTurn, int& cntWinO, int& cntLoseO, int& cntDraw, int& cntRound, bool check) { |
|  | if (check == true && saveTurn == 1) |
|  | { |
|  | if (++cntRound > 9) |
|  | cntRound = 1; |
|  | cntWinO = (cntWinO + 1) % 10; |
|  | return 1; // trả về 1 nếu O thắng |
|  | } |
|  | else if (check == true && saveTurn == -1) |
|  | { |
|  | if (++cntRound > 9) |
|  | cntRound = 1; |
|  | cntLoseO = (cntLoseO + 1) % 10; |
|  | return -1; // trả về -1 nếu X thắng |
|  | } |
|  | else if (check == false && CheckFullBoard(\_A) == true) |
|  | { |
|  | if (++cntRound > 9) |
|  | cntRound = 1; |
|  | cntDraw = (cntDraw + 1) % 10; |
|  | return 0; // trả về không nếu không có người nào thắng và đã đánh full board |
|  | } |
|  | return 2; |
|  | } |

1. Các hàm khác

* Hàm ResetData(): khởi tạo lại giá trị của các biến cần thiết để bắt đầu một màn chơi mới

|  |  |
| --- | --- |
|  | void ResetData(\_POINT \_A[B\_SIZE][B\_SIZE], bool& \_TURN, int& \_COMMAND, int& \_X, int& \_Y, int& cX, int& cY, int& cntX, int& cntO, float& remain) |
|  | { |
|  | for (int i = 0; i < B\_SIZE; i++) { |
|  | for (int j = 0; j < B\_SIZE; j++) { |
|  | \_A[i][j].y = i \* 2 + 1 + BOARD\_Y; |
|  | \_A[i][j].x = j \* 4 + 2 + BOARD\_X; |
|  | \_A[i][j].c = 0; |
|  | } |
|  | } |
|  | \_COMMAND = -1; |
|  | \_X = \_A[0][0].x; |
|  | \_Y = \_A[0][0].y; |
|  | cX = cY = 0; |
|  | cntX = cntO = 0; |
|  | remain = 15e3; |
|  | } |

* Hàm LoadData(): lấy dữ liệu game từ một file người chơi đã chọn

|  |  |
| --- | --- |
|  | bool LoadData(\_POINT \_A[B\_SIZE][B\_SIZE], bool& \_TURN, int& \_COMMAND, int& \_X, int& \_Y, int& cX, int& cY, int& cntX, int& cntO, int& cntWinO, int& cntLoseO, int& cntDraw, int& saveTurn, int& cntRound, string& NamePlayer\_O, string& NamePlayer\_X, string FileName, float& remain) { |
|  | fstream inp; |
|  | inp.open("save/data/" + FileName, ios::in); |
|  | if (inp.fail()) { |
|  | inp.close(); |
|  | return 0; |
|  | } |
|  | for (int i = 0; i < B\_SIZE; i++) |
|  | for (int j = 0; j < B\_SIZE; j++) { |
|  | inp >> \_A[i][j].c; |
|  | \_A[i][j].y = i \* 2 + 1 + BOARD\_Y; |
|  | \_A[i][j].x = j \* 4 + 2 + BOARD\_X; |
|  | } |
|  | inp >> \_TURN >> \_COMMAND >> \_X >> \_Y >> cX >> cY; |
|  | inp >> cntX >> cntO >> cntWinO >> cntLoseO >> cntDraw >> saveTurn >> cntRound >> remain; |
|  | inp.ignore(); |
|  | getline(inp, NamePlayer\_O); |
|  | getline(inp, NamePlayer\_X); |
|  | inp.close(); |
|  | return 1; |
|  | } |

* Hàm SaveData(): lưu dữ liệu game vào một file người chơi nhập vào, các file người chơi lưu sẽ được lưu tên lại trong đường dẫn “save/all\_save.txt” để có thể truy xuất tên file một cách nhanh chóng trong các hàm Load game

|  |  |
| --- | --- |
|  | bool SaveData(\_POINT \_A[B\_SIZE][B\_SIZE], bool& \_TURN, int& \_COMMAND, int& \_X, int& \_Y, int& cX, int& cY, int& cntX, int& cntO, int& cntWinO, int& cntLoseO, int& cntDraw, int& saveTurn, int& cntRound, string& NamePlayer\_O, string& NamePlayer\_X, string FileName, float& remain) { |
|  | fstream out; |
|  | out.open("save/data/" + FileName, ios::out); |
|  | if (out.fail()) { |
|  | out.close(); |
|  | return 0; |
|  | } |
|  | for (int i = 0; i < B\_SIZE; i++) { |
|  | for (int j = 0; j < B\_SIZE; j++) |
|  | out << \_A[i][j].c << ' '; |
|  | out << endl; |
|  | } |
|  | out << \_TURN << ' ' << \_COMMAND << ' ' << \_X << ' ' << \_Y << ' ' << cX << ' ' << cY << endl; |
|  | out << cntX << ' ' << cntO << ' ' << cntWinO << ' ' << cntLoseO << ' ' << cntDraw << ' ' << saveTurn << ' ' << cntRound << ' ' << remain << endl; |
|  | out << NamePlayer\_O << endl << NamePlayer\_X; |
|  | out.close(); |
|  | out.open("save/all\_save.txt", ios::app); |
|  | string s = ""; |
|  | bool ok = 0; |
|  | fstream inp; |
|  | inp.open("save/all\_save.txt", ios::in); |
|  | while (inp >> s) |
|  | ok |= (s == FileName); |
|  | if (!ok) |
|  | out << endl << FileName; |
|  | out.close(); |
|  | return 1; |
|  | } |

* Hàm LoadSound(): lấy thông tin về các âm thanh trong game và lưu vào mảng sound

|  |  |
| --- | --- |
|  | void LoadSound(bool sound[]) { |
|  | fstream inp; |
|  | inp.open(SOUND\_PATH, ios::in); |
|  | if (inp.fail()) { |
|  | cout << "Can't open file"; |
|  | return; |
|  | } |
|  | int n = 2; |
|  | for (int i = 0; i < n; i++) |
|  | inp >> sound[i]; |
|  | if (sound[BGM]) |
|  | PlayAudio(BGM); |
|  | else |
|  | StopSound(BGM); |
|  | inp.close(); |
|  | } |

* Hàm SetSound() điều chỉnh giá trị của mảng sound để bật/tắt nhạc

|  |  |
| --- | --- |
|  | void SetSound(bool sound[], int type, bool value) { |
|  | fstream out; |
|  | out.open(SOUND\_PATH, ios::out); |
|  | if (out.fail()) { |
|  | cout << "Can't open file"; |
|  | return; |
|  | } |
|  | sound[type] = value; |
|  | int n = 2; |
|  | for (int i = 0; i < n; i++) |
|  | out << sound[i] << ' '; |
|  | LoadSound(sound); |
|  | out.close(); |
|  | } |

* Hàm PlayAudio(): dùng để chạy file âm thanh dựa trên tham số đầu vào tương ứng

|  |  |
| --- | --- |
|  | void PlayAudio(int type) { |
|  | if (type == BGM) { |
|  | DWORD error = mciSendString(L"play \"assets/sounds/bgm.wav\" ", NULL, 0, NULL); |
|  | } |
|  | else if (type == CLICK\_SFX) |
|  | PlaySound(TEXT("assets/sounds/click\_sfx.wav"), NULL, SND\_ASYNC); |
|  | } |

* Hàm StopSound(): dừng nhạc nền

|  |  |
| --- | --- |
|  | void StopSound(int type) { |
|  | if (type == BGM) |
|  | mciSendString(L"stop assets/sounds/bgm.wav", NULL, 0, NULL); |
|  | } |

1. **Nhóm hàm Control**

Các hàm này dùng để điểu khiển vị trí và các thứ liên quan đến con trỏ trên màn hình console

* Hàm GotoXY() dùng để đưa con trỏ tới vị trí mà người dùng truyền vào

|  |  |
| --- | --- |
|  | void GotoXY(int column, int line) |
|  | { |
|  | COORD coord; |
|  | coord.X = column; |
|  | coord.Y = line; |
|  | SetConsoleCursorPosition(GetStdHandle(STD\_OUTPUT\_HANDLE), coord); |
|  | } |

* Hàm whereX() và whereY() trả về vị trí của con trỏ hiện tại trên màn hình console

|  |  |
| --- | --- |
|  | int whereX() |
|  | { |
|  | CONSOLE\_SCREEN\_BUFFER\_INFO csbi; |
|  | if (GetConsoleScreenBufferInfo(GetStdHandle(STD\_OUTPUT\_HANDLE), &csbi)) |
|  | return csbi.dwCursorPosition.X; |
|  | return -1; |
|  | } |
|  | int whereY() |
|  | { |
|  | CONSOLE\_SCREEN\_BUFFER\_INFO csbi; |
|  | if (GetConsoleScreenBufferInfo(GetStdHandle(STD\_OUTPUT\_HANDLE), &csbi)) |
|  | return csbi.dwCursorPosition.Y; |
|  | return -1; |
|  | } |

* Các hàm MoveUp, MoveDown, MoveLeft, MoveRight dùng để chi chuyển con trỏ trên bàn cờ khi người dùng nhấn vào các phím W/S/A/D tương ứng

|  |  |
| --- | --- |
|  | void MoveRight(\_POINT \_A[B\_SIZE][B\_SIZE], int& \_X, int& \_Y, int& cX, int& cY) |
|  | { |
|  | if (\_X < \_A[B\_SIZE - 1][B\_SIZE - 1].x) |
|  | { |
|  | UnHoverCell(\_A, cY, cX); |
|  | \_X += 4; |
|  | cX++; |
|  | HoverCell(\_A, cY, cX); |
|  | } |
|  | } |
|  | void MoveLeft(\_POINT \_A[B\_SIZE][B\_SIZE], int& \_X, int& \_Y, int& cX, int& cY) { |
|  | if (\_X > \_A[0][0].x) |
|  | { |
|  | UnHoverCell(\_A, cY, cX); |
|  | \_X -= 4; |
|  | cX--; |
|  | HoverCell(\_A, cY, cX); |
|  | } |
|  | } |
|  | void MoveUp(\_POINT \_A[B\_SIZE][B\_SIZE], int& \_X, int& \_Y, int& cX, int& cY) { |
|  | if (\_Y > \_A[0][0].y) |
|  | { |
|  | UnHoverCell(\_A, cY, cX); |
|  | \_Y -= 2; |
|  | cY--; |
|  | HoverCell(\_A, cY, cX); |
|  | } |
|  | } |
|  | void MoveDown(\_POINT \_A[B\_SIZE][B\_SIZE], int& \_X, int& \_Y, int& cX, int& cY) { |
|  | if (\_Y < \_A[B\_SIZE - 1][B\_SIZE - 1].y) |
|  | { |
|  | UnHoverCell(\_A, cY, cX); |
|  | \_Y += 2; |
|  | cY++; |
|  | HoverCell(\_A, cY, cX); |
|  | } |
|  | } |

1. Lời kết

* Trong quá trình làm việc, cả nhóm đã cùng góp ý và giúp đỡ nhau từ việc tìm kiếm các hàm, cách cải thiện các đoạn code để có hiệu năng tốt hơn cũng như các cải tiến về giao diện trong game.
* Tuy còn vài chỗ code khá vụng về, cũng như còn dài, lặp lại và khá tối nghĩa, nhưng các thành viên trong nhóm đã cố hết sức để giao tiếp với nhau và làm ra được sản phầm cuối cùng.

1. Tài liệu tham khảo

* Giáo trình Nhập môn lập trình và Kỹ thuật lập trình của thầy Trần Đan Thư
* DoAnCaro.pdf của thầy Trương Toàn Thịnh
* Text to ASCII Art Generator (TAAG): [http://patorjk.com/software/taag/](https://www.youtube.com/redirect?event=video_description&redir_token=QUFFLUhqbjI3eE5Vb1I1Sk1wT2RJZUhFbjFrcGU5QTZpQXxBQ3Jtc0tsQzc1cmJwU3VSeEJFbmRpa1VaVjk1YXZIdGFIcUJoWjE2V3Y1bUJGcHNxSmF4YnVWU0NKSDRhaW5GdHVuRjYxbWlDdjQwMEw1ckVScTg2UXpraS13NkRzRnA4MFFfMEZnaGpCMGVQVDZyVDNuc2I3RQ&q=http%3A%2F%2Fpatorjk.com%2Fsoftware%2Ftaag%2F&v=Fp5TGOw195U)